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ABSTRACT

Aim/Purpose
This study reports the outcome of Student Ownership of Learning (SOL) through developing a shopping application. This research aims to describe embedding agile career-like experiences into software development courses in order to improve perceived educational value.

Background
Many classes consist of lectures, homework, and tests; however, most students do not remember what they learn through passive instruction. The researchers of this study believe that SOL and Scrum can be combined to guide students as they take an active and leading role in their learning.

Methodology
This study implemented SOL and Scrum to promote learning through teacher and student collaboration. Iterative development of an ill-defined and complex software project progressed through goal setting, task determination, prioritization, and timeboxing. Following Scrum, the complex project was first broken down into small units.

The development followed short periods of independent work followed by meetings; each timeboxed development cycle is modeled after a Scrum sprint. Weekly instructor-student meetings emphasized planning and reflection through code review, discussions of progress and challenges, and prioritization for the next iteration.

The project followed the agile philosophy of software development flow through iterative development rather than focusing on a defined end date.

Contribution
This study provides a practical guide for successful student learning based on SOL and Scrum through project details such as project successes and iterative challenges.
Student Ownership of Learning

**Findings**
This study found that SOL, when combined with Scrum, can be used to provide a career-like software development experience. Student perceptions reflect regular interactions with a subject matter expert for the development of a complex software project increased willingness to learn, helped clarify goals, and advanced development of independent programming skills.

**Recommendations for Practitioners**
Practitioners can share this research with faculty members from different faculties to develop the best solutions for SOL using Scrum.

**Recommendations for Researchers**
Researchers are encouraged to explore different disciplines and different perspectives where SOL and Scrum methods might be implemented to increase active learning through teamwork or project-based learning.

**Impact on Society**
This study is beneficial for creating or redesigning a course to include career-like experiences. Readers can understand that the high level of engagement and achievement achieved through SOL and Scrum are the driving forces for project success.

**Future Research**
Practitioners and researchers can expand the current body of knowledge through further exploration of Scrum and SOL in educational settings where the emulation of real career experiences is desired. Future research examining best practices, tools, and methods for embedding complex software development projects into programming courses would benefit instructional faculty in many technical disciplines.
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**INTRODUCTION**
In 2021, according to Statcounter GlobalStats (2021), the market share of desktops was 57%, of mobiles was 40%, and of tablets was 3%. Since 40% of people are using mobiles worldwide, Flutter development is worth considering. One of Flutter’s many benefits is to allow the creation of both Android and IOS using a single code base. This is convenient for developers and users as the system is developed once for the same look and feel by both Android and IOS users.

When an outside client approached one of the instructors about a student developed shopping application, a junior and senior level student each agreed to development. Both students worked as a team on the project for two months, after which the senior level students dropped this optional project due to the weight of many other tasks and heavy senior courses. The junior-level student decided they could extend the project through their senior year, so that this case study follows an agile software development by a single student, a client, and an advisor over the course of three semesters.

This paper explores the challenges encountered in an independent study setting where a multiple platform app is developed using Flutter. The challenge was to develop using a newer programming language that was known to lack traditional learning materials. In order to efficiently develop a Flutter app in an independent research environment, the research team developed implemented: (a) weekly meetings, (b) regular feedback, and (c) a running work log. Flutter and Dart are the tools used, but the methodology for this study is agile software development.

Agile was developed by professional software engineers for use in both large and small team-based projects. Studies have been published on a broad range of agile topics such as voluntary, self-organized, and cross-functional teams in time-intensive academic settings (Zhang & Dorn, 2012). Agile’s most popular framework, Scrum, has also been examined in the context of project-based learning (Saadé & Shah, 2016) and semi-capstone experiences (Magana et al., 2018; Maxim et al., 2017). This
The study followed the case of an independent honors student developing software as a creative works research project.

The study focused on two goals in order to increase ownership of learning. The first goal was to examine the students’ value for learning the content of the course while self-managing their learning. The second goal was to examine student perceptions of value associated with learning a new programming language. The biggest problem was the lack of guiding resources. Flutter is a relatively new framework and documentation is less developed than that for older programming languages; when searching for online resources the student found there were noticeably fewer Q&A posts for Flutter development and few how-to videos. Specifically, the study focused on the following goals for increasing student ownership of learning:

1. Increasing students’ value of software development through a positive attitude toward the project.
2. Increasing SOL by allowing students to manage their learning.

When learning to create a project, a broader knowledge of the framework and semantics was gleaned through resources such as Napoli (2020) and Huynh (2021), and a book called Beginning Flutter: a Hands-on Guide to App Development (Napoli, 2020) was found to provide beneficial support. While the study focused on learning Flutter, additional benefits were seen through exposure to programming terminology and development skills, including widget trees, animation development, and creating an app’s navigation. The supplemental text also covered creating scrolling lists and effects, building layouts, applying interactively, writing platform-native code, and saving data with local persistence. Although the project did not include a database, the student gained a foundational knowledge of how one might add firebase and firestone to a project. During development, the student also encountered gamification, which is the act of presenting people with practical tasks, increasing the difficulty of progressing, organizing, and engaging them emotionally. Further, Huynh (2021) was referenced to learn about flashcard mobile applications with gamification capabilities that could be optimized for the user experience.

One of the greatest challenges for providing authentic software development experiences in an academic setting is the time it takes to build everything from scratch. To address this, the student supplemented coding with templates, which sped up development and reduced coding errors. The use of templates has been documented to shorten timelines for development by providing a quick and hands-on introduction to development tools, basic programming, and application development and integration process in a manner similar to the jump-start provided by sample code in a course textbook (Akopian et al., 2013).

Implementation of project-based learning methods such as Student Ownership of Learning (SOL) led students toward ownership of their college learning experience, and they are more likely to succeed in achieving their academic goals. When a student is given increased opportunities for personal voice, more individual choices, and authentic learning experiences and assessments, they will not only thrive (Weekly tip: Ownership of learning, 2019) but also develop a more positive attitude towards a course (Corritore & Love, 2020).

**LITERATURE REVIEW**

The team decided to use Flutter during the mobile shopping application project because it has many benefits. In 2016, Google released an application-level framework for mobile apps called “Flutter” which allows simultaneous app development of Android and iOS by sharing the same base code. Flutter uses the programming language “Dart”, developed by Google, to replace the scripting language JavaScript which is built into all web browsers. Dart is a live development environment that increases productivity allowing programmers to check functionality in real-time. It analyzes the technical aspects of Flutter, the techniques for building the user interface (UI), and the mechanisms for
managing data and the internal state (Palumbo, 2021). Flutter has an advantage in making applications when people are trying to develop different kinds of operational systems, especially mobile applications.

Flutter is a good choice for developing mobile applications in the business context (Flutter apps in production, n.d.). The expressiveness of the framework and Dart allows for quick programming of complex interface elements (Palumbo, 2021). Dart is a language that makes it easy to describe UI processing including asynchronous processing that does not block the UI, and collection description to make it easy to define the UI (Tashildar et al., 2020). Traditionally, app development has been complex due to differences in widgets and the need to address numerous native languages. The Flutter architecture simplifies the app development process by providing tools that allow programs to code an app using a common language, which can then be deployed on different platforms. Flutter is able to develop UI easily by using Flutter features.

One of the driving forces behind Flutter and Dart is the ability to develop a single cross-platform solution, based on a single codebase (Dagne, 2019). Cross-platform apps are an ideal starting point for both new developers and experienced native developers, as it is possible to start developing apps immediately without prior knowledge of Dart. There is no longer a need for hybrid applications, as developers can now quickly create high-quality features based on native code (Enihe & Joshua, 2020). Professionals identify the most common issues associated with cross-platform app development as user experience, technical implementation, app performance, and testability (Majchrzak et al., 2017). Both Google and Facebook saw the need for cross-platform app development frameworks. Facebook’s internally developed React-Native (RN) is comparable in many ways to Google’s Flutter. Both were released in 2015, each has benefits and deficiencies, and both have become viable development toolkits. Some comparisons: scrolling is much smoother in Flutter and the development of identical Android and iOS apps is best achieved through Flutter. RN, with its pioneering work, has actively impacted the followers to a certain extent, also Flutter is said to have a bright future. Sophisticated designs from RN are well preserved with Flutter’s evolution (Wu, 2018). From an implementation point of view, both RN and Flutter are very friendly to developers with JavaScript experience (Jozef, 2020). It is a good choice for people who are starting to create mobile applications to use Flutter because it is able to develop cross-platform as Flutter has different kinds of benefits.

Some of Flutter’s newer features include Google’s Navigator and Router API. The API gives people more control over the screen design and route analysis (Walker, 2021). The router handles communication with the underlying platform and assures that the appropriate page is displayed using platform channels (Ryan, 2020). This means that the platform service can be exposed in the host app code and it can be called from the Dart side or vice versa (Ravn, 2018) as the Dart package is the directory that contains the pubspec files (Flutter packages – javapoint, 2021). In addition, Flutter packages can include dependencies such as Dart libraries, apps, resources, tests, images, and examples (Using packages, 2021).

Flutter is a complete framework that combines widgets, tools, and a programming language into a single software development kit (SDK). Flutter has several advantages over other SDKs including control of every pixel on the screen to avoid the performance issues caused by JavaScript bridges (Leber, 2017) and the ability to compile all the way to native code. Another advantage of Flutter is the ability to edit code and apply changes to an already running application; this is known as a Hot Reload and can save significant time. Dart, Flutter’s native programming language, is similar to JavaScript and addresses many of the front-end development needs of mobile and web applications. The Flutter SDK also includes many widgets which aid with rapid UI development and are valuable to both programmer and customer (Thomas, 2019).

Because Flutter apps use a single code base, deployed apps are perceived by users as highly similar regardless of the user’s operating system. When users compared two mobile apps, one developed in
Flutter SDK and the other created with a native Android SDK, they perceived the apps to look similar but reported feeling that the native app was faster. An examination of an app that was developed on a native platform and on Flutter, resulted in a Flutter satisfaction score of 4.6 and a native satisfaction score of 5.2. When comparing UI design, users noted the apps were quite similar with the Flutter app having a satisfaction score of 5.1 and the native app having a satisfaction score of 5.2. Through comparison studies, Google reports that 70% of users prefer a faster app over two visually identical apps (Dahl, 2019).

**Agile Philosophy**

The concept of agile development was formally published in 2001 in an online proposal signed by 17 programmers (Varhol, 2019). The publication of the Agile Manifesto provided a foundation upon which an agile movement was born, with the initial statement still guiding agile practice today. Agile focuses on finding better methods, practices, and activities in support of quality development by valuing interaction with individuals rather than processes and tools, software that works rather than comprehensive documentation, collaboration with customers rather than contract negotiations, and response to change rather than following plans (Highsmith, 2001). Through these simple statements, an agile developer practices values that drive successful software development.

Agile development is a prevalent software development framework that encompasses many methodologies. Foundationally, agile is a flexible philosophy of software development through small cycles known as iterations (What is agile?, 2021). Each iteration begins with the prioritization of project goals based on stakeholder interactions. Goals are then prioritized and each cycle addresses the highest priority requirements as agreed upon by all stakeholders. Through regular cycles that place a high value on stakeholder input, a collection of prioritized functions can be knit into a large system. In this way, agile does not focus on the up-front development of a single specification document, but rather encourages starting with broad requirements, that are refined and adjusted as determined during each development cycle (What is Agile software development?, 2022).

The distinct and unrepeatable stages of waterfall development are in direct contrast to agile. Whereas waterfall development begins by formalizing a detailed requirements document before coding, agile emphasizes flexibility through regular stakeholder communications that encourage requirement refinement throughout the development process (What is agile?, 2021). Waterfall provides the programming team with a complete map of the project prior to starting so that requirements changes are not encouraged during development. Agile development places a high value on stakeholder feedback throughout the project so that the development team starts only with high-priority functions for each iteration and an overview of the project, rather than a rigid document that does not encourage requirement changes during the project (What is Scrum?, 2022). Agile development was designed to develop better products more efficiently and faster while giving top priority to client needs.

**Scrum**

Scrum is one of the representative management frameworks in agile development. Scrum is one of the software development methods focused on the methodology for teams to work together (Villavicencio et al., 2017). In Scrum, development works are called sprints, and the work is divided into periods of about one week to one month, and the results are reviewed. In the professional realm, if a programmer is new to agile, it is helpful to provide them with an agile coach; in the classroom, the role of the agile coach is played by the instructor. In measuring the impact of agile coaching on student performance, research has found that agile’s most common framework, Scrum, provides a beneficial guide. Survey data showed that students who received agile coaching through checkpoint meetings gained measurable insights into Scrum internalization and problem-solving over students that did not receive agile coaching (Rodriguez et al., 2016).
The work and things to be done are listed in a list called the backlog in order of priority, and the members of the team do this (Atlassian, 2022). There are two types of backlogs: a product backlog that lists the items required for the product being developed; and a sprint backlog that lists the items that should be implemented in the sprint (Figure 1).

![Figure 1. Academic Scrum Cycle](image)

Regarding requirements, Scrum is the antithesis of waterfall; where waterfall compiles a large, detailed, and unchanging requirements document prior to coding, Scrum projects start with a gathering of general project requirements which are detailed and prioritized prior to each cycle. Changes to requirements in waterfall-style development are costly, whereas Scrum is designed for change and embraces clarification to requirements throughout the project. In addition to assuming that project specifications should be fluid during development, Scrum involves stakeholders in regular communication with the team as they work together to determine product backlog priorities and solve UI design problems (What is Scrum methodology? & Scrum project management, 2021).

**SELF-SELECTION**

In academic settings, self-selection has been seen as a stressor during the beginning phase of a project, but over time team members report self-selection to be beneficial and appreciated (Md Rejab et al, 2019). This finding is similar to the report by professional agile developers that the fastest and most efficient way to form productive, small, cross-functional software development teams is with facilitated self-selection (Agile Alliance, n.d.; Mamoli & Mole, 2014). When compared, both studies reported positive findings, but the approaches were slightly different, in that professionals recommend facilitated self-selection, whereas the academic study looked at self-selection without a facilitator.

Self-selection can also be practiced through teams that self-organize tasks. It has been shown that self-organizing teams more readily adapt to changes when they are given authority to make decisions as they work together toward a shared goal (Agile Alliance, n.d). Using a bottom-up estimation and planning, self-organized teams lead the decision-making process. This is seen at the sprint level by peer balancing of workload, teams that proactively address workload, and team identification of tasks and hours needed. Agile often employs a Scrum master to provide the team with any needed education, facilitation, and guidance (Mandonca, 2016).
**Student Ownership of Learning (SOL)**

SOL is an applied learning framework rooted in the works of Dewey (1966). In SOL, students’ skills are developed starting with an instructional shift toward facilitation, directed learning, and student engagement. It begins with a level of understanding that progresses to a level of ownership that is demonstrated by one’s ability to articulate strategies and outcomes of personal learning. The apex of student ownership can be seen when teachers and students collaboratively facilitate learning through a mutual exchange of ideas and strategies (National Institute for Excellence in Teaching, 2021).

Courses that incorporate SOL increase student engagement by building on existing experiences and knowledge while encouraging student choices through project identification, goal setting, and prioritization of project tasks. When instructors encourage students to take ownership of project goals and velocity, students have been seen to demonstrate content mastery (Corritore & Love, 2020). How can such an environment be created? Students have been shown to develop expertise and confidence in their abilities through repeated interactions with projects, ideas, and important concepts.

Teachers take students further when they co-facilitate the learning process and engage them in active leadership and self-directed learning (Learning Acceleration Resources, 2021). Ownership of learning is typically observed in active learning settings that allow students to generate new knowledge as they become self-directed (Graus et al., 2022). To facilitate student ownership of learning, the role of the teacher must change from lecturer to coach. A teacher in this role becomes a valued resource, helping students achieve goals through active participation in decisions, choices, content application, observations, and evaluations (Chan et al., 2014; Weekly Tip: Ownership of Learning, 2019).

According to Learning Acceleration Resources (2021), “student ownership is when teachers and students co-facilitated the learning. When students are owning their learning, they are doing more than just engaging: they are actively taking a role in leading their learning. When this happens, the teacher serves more as a guide for students to take them further”.

**Methodology**

This study employed an empirical case study design to examine the lived experiences of honor students as they learn a relatively new programming language that lacks instructional materials. An additional language challenge was faced in that the programming language was developed in English, while the student’s primary language is not English. To provide a professional experience in an academic setting, project development was aligned with the agile philosophy and primarily employed Scrum practices and tools. A major hurdle was encountered at the onset when one of the two initial students dropped the project, leaving the honors student as the sole developer.

The first part of all projects focused on determining an overview of the design requirements from a real client. After the initial data collection, the students began iterative cycles of development that involved goal setting, prioritization, coding, and a reflective-planning meeting prior to the next cycle. The instructor was involved as a mentor and client liaison throughout the project, primarily serving in the role of facilitator. The rate of development in an academic setting is not as intense as that of a full-time developer, so the instructor provided both stakeholder-like feedback and coding guidance more often than the client. Project progress was tracked through a weekly journal which captured the essence of a daily Scrum stand-up meeting but on a weekly, rather than a daily basis.

**Project Goals**

The project goal was to create a shopping application for a client. It was decided to use a method called student ownership of learning and Scrum to develop the mobile application. Student ownership is when teacher and student work together to promote learning. When students own their learning, they do more than just engage: they are actively taking a role in leading their learning (Learning Acceleration Resources, 2021). Also, it was decided to use the Scrum method during student ownership
of learning. Meetings were held with the professor once a week. At that meeting, progress was reported using the work log and the next goal was set.

**PROJECT DEVELOPMENT**

At the first meeting, it was decided what functions the shopping application would have. The application includes three main items which are recipes, meals, and shopping. Each item has different functions inside. The next step was to create various UI's based on what was decided at the meeting.

Then the development environment was prepared, which was installing Flutter and emulator.

A basic idea for the shopping app was decided and started to create each screen. The first thing that was needed to do was to make the bottom navigation bar. It allows users to move around to the recipe screen, meal screen, and shopping cart screen. After making it possible to switch between screens with the bottom navigation bar, the calendar function of the meal screen was started to be developed. The screen includes notifications for meal preparation times. Users can set a time and get a notification for preparing meal time.

The next step was to design subsections for store, order, and coupons on the shopping screen with icons. The store page is a page for finding a store near a user. So the Google Maps function was added to Flutter. Optical Character Recognition was added because the recipe screen needs a function to capture printed characters and handwritten characters as image data and make them editable.

The last feature developed was a simple countdown timer and a gif for when the timer is over. For the time, it was necessary to run audio players on the application.

This research was conducted as part of an honor's project. The University of Minnesota Crookston Honors Program was developed to transform students’ writing, critical thinking, and leadership skills. The shopping application project was researched under the guidance of a mentor. It was developed through the Scrum application by reporting progress and discussing the next goal at a weekly meeting. This method increased student value for software development through a positive attitude towards the project.

First, it was decided to use Flutter to develop the mobile shopping application because Flutter allows the creation of applications for both IOS and Android. It can operate across different platforms. Normally, when developing a smartphone application, the language is changed depending on the operating system. Therefore, if people want to create an application that supports both IOS and Android, they need to develop each one. However, if it is across platforms, the entered code will be covered to support both IOS and Android, so they can develop a system compatible with both operating systems with one development. However, Flutter has a disadvantage. Flutter is a new framework created in 2016 so it is hard to find information and examples of code.

Second, it was decided on basic functions in the shopping mobile application. The main three items in the mobile application are recipes, meals, and shopping. The recipes button includes pictures of what the dish looks like or videos that show how to cook a meal, instructions, and taking a picture of food and being able to upload it in the application. The meal button includes a calendar with some kind of organization for meals and snacks and a notification for meal preparation time based on preparation. The shopping button includes connecting with a grocery store based on geolocation, being able to order groceries, and finding coupons.

**FINDINGS**

Over the course of two semesters, the student was able to develop a prototype app that included a basic app along with additional features: a bottom navigation bar, calendar, shopping page, a Google map, OCR, notification, simple count downtime, and an animated company logo-gif. Without a textbook or direct instruction, the student was able to develop a bottom navigation bar, a working calen-
dar, recipes, and shopping pages that incorporated google maps. The navigation bar provided movement back and forward between recipes, calendars, and shopping pages, whereas the calendar provided a visual scheduler for monthly or weekly appointments. The development of the shopping page morphed into three sub-categories: a store, the shopping cart, and coupons. Further, it was determined that an OCR function would be needed, which resulted in learning how to integrate and use the phone’s camera. When it was realized that a shopping and recipe app would not be complete without a timer, the student expanded development to include a cooking timer and notifications.

Project discussions were often focused on the cycle’s tasks; however, at times they wandered into methodologies and discussions of instructional best practices. The student frequently commented about learning a lot through the project, much more than through traditional lecture-style instruction, and often posed the question of why more instruction did not employ practical, hands-on learning. These discussions led to examinations of the differences between professional practice and academia including the differences between traditional academic models of software development. It was noted that when waterfall methods are employed in programming classes, students become experts in solving waterfall-like problems where the question is clear and the coding is straightforward and often easily found in an online forum. The student frequently commented about programming skills being greatly enhanced by the project. Because agile was employed throughout development, adjustments to the project requirements were expected and the student experience more closely mirrored a professional setting.

The project was clearly guided, with weekly goal setting, reviews, and presentations of work; a representative sample of one week’s submission is included in the Appendix. The student explained her progress through code discussions, pictures, and short videos of the work. Each review meeting ended with setting goals and priorities for the next cycle, allowing the student to be part of the process while working to develop independence. Agile terminology became a natural part of the weekly review so that the student became comfortable using basic terms such as Kanban, stand-up, artifact, backlog, and Scrum master. As the project progressed, the student moved from learner to instructor, became the project expert, and began to lead the weekly discussions. By the end of the project, the instructor role was more of a coach than a lecturer, while the student often led weekly review meetings as they became emerged in the new language and the process of app development. Throughout the process, the student increased ownership through decision-making until she fully managed her own learning. In this way, both of the research goals were addressed through the development of a complex app that relied on a new programming language.

**CONCLUSION**

The student was able to develop a working prototype based on a real-world client proposal but did not have sufficient time to complete or deploy the app. Although the project was not completed in production, the student frequently mentioned the educational value of the project in comparison with traditional instructional methods. Flutter and Dart were released in 2017, which resulted in numerous challenges for an entry-level programmer when compared to older programming languages. Flutter development tools and resources seemed limited with few forum posts, few tutorial videos, and few well-developed instructional sites.

After reaching the prototype stage, the student felt she had gained sufficient knowledge of Flutter that she would have been able to complete the app, given more time. The core functionality and the main challenges had been completed which left relatively easy items in the backlog such as adjusting the color scheme and layout to meet client preferences, doubling a recipe, finding a way to put gif and short sounds on the simple count down timer, scheduling notifications, and converting metric or English measures. The instructor felt that of the remaining challenges there was one that might present significant challenges – that of reading an OCR picture and saving it to a new editable text file.
The instructor reflected that the project provided the student with an experience similar to an internship experience as the student encountered complex software development with minimal direct instruction. The student’s feedback was positive, with the student frequently mentioning her dismay that this type of experience was uncommon in academic settings as she felt the experience was more engaging and resulted in greater learning. During the weekly review, discussions often touched on the value and challenges of student ownership, as our Scrum reports were designed for students to take the leading role in the determination of project backlog, prioritization of tasks, resource gathering, and troubleshooting.

The student proposed three benefits of using Scrum and SOL. Firstly, the student felt that using Scrum and SOL that relied on iterative development would decrease the likelihood that students would abandon a complex project. Using regular weekly cycles that required a work log was seen as beneficial for keeping students on track, while instructor meetings provided guidance and encouragement. The reflection and goal-setting components of the weekly instructor-student interactions were highly valued. Interaction with the instructor was highly valued as an essential part of the development process through clarification, accomplishment discussions, trouble-shooting, and assistance with resource gathering. Real work experience was seen as the second benefit, as SOL and Scrum provided situations that closely mirrored development challenges that seemed likely to be faced in a career setting. The project was perceived as the opposite of traditional instruction, which involves lectures and passive learning. Once on the job, the student felt she would be expected to know how to figure out complex and challenging problems with minimal support, and that a software engineer needed to be a self-directed learner. It is good for students to experience how to learn new knowledge as it prepares them for work. A high level of engagement and ownership led to the third benefit, which the student observed to be an increase in the ability to recall learning. Incorporation of SOL, was seen to result in more realistic challenges that led to greater learning and recall, as they required engagement, research, and troubleshooting in order to resolve them. The student searches for the root cause of each problem while working to find each solution, in so doing students will become deeply engaged and remember the project long after it is over; this is a benefit that students do not get in a lecture-only class.

This research examined a way to learn that is fully engaging and adds value to a course through emersion in a project and ownership so that this study is presented to instructors, researchers, and students. Instructors may be interested in this study if they wish to explore professional practices aligned with academic projects. Researchers interested in project-based learning, professional-academic experiences, programming instruction, and student ownership of learning may find correlating studies that support increasing student engagement through the embedding of professional experiences. Researchers and faculty interested in examining hybrid delivery models that weave active learning into traditional lecture settings may also find value in this work, as similar Scrum projects have been embedded into multiple software engineering courses, with positive outcomes. Students wishing to learn a new programing language or start making a new application may find guidance and encouragement in the experiences of this project. Thus, SOL with Scrum should be incorporated whenever plausible in the academic setting.
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## APPENDIX

| Weekly Goals | ● Plan what to do by the end of next week  
|              | ● Continue unfinished tasks from the previous week  
|              | ● Write down goals for next week  |
| Work Time    | ● Talk about what progress was made in the past week  
|              | ● Recode beginning and end work time, date, and what worked.  |
| Resources    | ● Explain helpful resources  
|              | ● List helpful sources (URL)  
|              | ● Add a five-star rating for each source  |
| Code & Problem | ● Discuss problems that could not be solved  
|              | ● Explain the code  
|              | ● Demonstrate the mobile application (run the code)  
|              | ● Take pictures of the code  
|              | ● Share solutions to a challenge  
|              | ● Make a list of newly learned terms  |

## Excerpts from a Weekly Scrum Report

### Rena - Week 3 Goals (3 - 6 hours per week)

**TO DO (Goals)**

1. Flutter make calendar UI (if you finish this, then go to #2)  
2. Design UI SHOPPING (CART) ----> connect with store(s) - geolocation  
   ----> be able to order  
   ----> coupons

Rena (9/12/2020)

10am - 11am Designed Shopping (cart) UI  
1pm - 4pm Finished Meal Plan UI  

Total: 4 hours
Rena - Week 3 Goals (3 - 6 hours per week)

Code & Problem

This code for a bottom navigation bar.

Dialog - a type of modal window that appears in front of app content to provide critical information or ask for a decision.

Alert dialog - interrupt users with urgent information, details, or actions.

The color of the bottom navigation bar disappears when I add another button. So I asked question in flutter github.
Example showing continuous Scrum reporting

![Scrum reporting example](image-url)
AUTHORS

**Rena Sakai** is an honors student at the University of Minnesota, Crookston. She is working to complete her Bachelor's degree in Software Engineering, with minors in Information Technology Management and Cybersecurity. Her research interests center around new ways to learn, innovative and immersive methods, and project-based instruction. Her previous creative works studies include Flutter programming, Student Ownership of Learning, and instructional design founded in active learning strategies.

**Dr. Christine Bakke** is a Software Engineering and Information Technology instructor at the University of Minnesota, Crookston. Her Information Technology PhD degree specialized in educational robotics, while her undergraduate was in Computer Science, programming, and mathematics. Her professional experience includes 18 years as an IT professional with specializations in networks, cybersecurity, database, and programming. Her research focuses on active learning techniques that combine academic and professional best practices into agile active learning experiences. Recent projects include Scrum-like development of chatbots, speech assistant software, and custom IoT devices with software.